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Agile development methods such as extreme programming (XP), SCRUM, Lean Software Development (Lean SD) and others have gained much popularity during the last years. Agile methodologies promise faster time-to-market, satisfied customers and high quality software. While these prospects are appealing, the suitability of agile practices to different domains and business contexts still remains unclear. In this article we investigate the applicability of agile principles in the context of market-driven software product development (MDPD), focusing on pre-project activities. This article presents results of a comparison between typical properties of agile methods to the needs of MDPD, as well as findings of a case study conducted at Ericsson, an early adopter of agile product development. The results show misalignment between the agile principles and needs of pre-project activities in market-driven development. This misalignment threatens to subtract from the positive aspects of agile development, but maybe more importantly, threaten the overall product development by disabling effective product management. Copyright © 2009 John Wiley & Sons, Ltd.
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1. INTRODUCTION

Agile methods are attractive to software companies since they promise shorter time-to-market, as well as higher flexibility to accommodate changes in the requirements and thereby increased ability to react to changing customer (market) needs (Williams and Cockburn 2003, 2005).

The major feature of agile methods is to use iterations of small development projects developing limited sets of the most important functionality at a given point in time. The common property of agile methods is reactive rather than proactive tactics, encouraging quick adaptation to change rather than planning for it. The goal of agile methods is to eliminate long pre-study and analysis of requirements and start feature production as soon as possible. The positive aspect of this approach is that it speeds up the production of functionality that
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is considered important at present; the downside is that it limits the possibility to control and plan the content of a release (Boehm 2002, Williams and Cockburn 2003).

The flexibility and ability to quickly respond to market fluctuations makes agile/lean development methods attractive for companies operating in a market-driven context, despite the fact that the long-term impact of adopting these principles and their applicability in the market-driven context are to a large extent unknown. Existing studies and experience reports from application of agile methods are mostly isolated to evaluating the performance of these methods on software development activities, such as increasing developers’ efficiency, producing better quality code and so on (Dybå and Dingsøyr 2008). Isolated experience articles on increased customer satisfaction exist, but then the studied project was developed according to bespoke practices, i.e. in a customer–developer relationship with a contractually bound effort and not in a market-driven context (Mannaro et al. 2004, Mann and Maurer 2005).

To the best of our knowledge, currently there are no studies analyzing the impacts of agile/lean development principles on either pre-project activities, such as product planning/management in MDPD, or the long-term impact of optimising the project perspective rather than that of products or product portfolios.

The most important aspects of MDPD are requirements triage (initial selection), requirements prioritisation and planning (release planning), i.e. deciding which of the thousands of potential requirements should be implemented, and when (Carlshamre 2002, Karlsson et al. 2003, Regnell et al. 2005). The main task of product management is to weigh all types of criteria ranging from market demands, trends, key-customer demands, to technical and long-term product impact, and arrive at decisions supported by the company and product strategy. Selecting the best sub-set of requirements for implementation has to take both the long-term and short-term perspectives into account as well as market-pull and technology-push.

In light of the effect of pre-project activities on the success of any company practicing market-driven development, it becomes important to know what kind of impact agile principles have on product management and critical pre-project activities such as initial requirements triage, prioritisation, and release planning. This is important in order to determine to what extent agile principles can be adopted in market-driven organisations, and what product management and pre-project practices should be in place to maximise the positive aspects of lean development in projects (Carlshamre 2002, Karlsson et al. 2003, Regnell et al. 2005).

This article investigates the impact of agile principles on pre-project activities in MDPD by studying an industry case. The study is performed in collaboration with Ericsson AB in Sweden, where a large effort to move from ‘traditional’ pre-study intensive development to lean development (agile) has been ongoing for over 3 years. An early evaluation of the move to lean development and its potential was presented by Tomaszewski et al. (2008). The case study in this article presents a postchange evaluation at the same company, but from the perspective of pre-project activities and the potential misalignment between the needs of product management and agile principles. In addition to this, the article also qualifies the challenges with future research directions and suggestions as how the misalignment could be handled.

The rest of this article is outlined as follows: Section 2 provides a background to agile software development and market-driven software product development (MDPD) where the common aspects of agile methods are put against the special needs in a market-driven context. Further, a short overview of empirical evidence on agile methods is provided. Section 3 gives details on study design and execution. Case study results, analysis, and discussion can be found in Section 4 and Section 5 respectively. The report is finalised by conclusions and future work in section 6.

2. BACKGROUND AND RELATED WORK

2.1. Common Aspects of Agile Software Development Methods

The introduction of extreme programming (XP) in the late 90s is commonly acknowledged as a starting point, coining the term agile in software development. In 2001 other agile initiatives such as Dynamic Systems Development Method (DSDM), Crystal, Feature Driven Development, and SCRUM joined XP and the ‘Agile Manifesto’ was formed describing the ideas and agile commonalities (Abrahamsson et al. 2003, Cohen et al. 2004).
Nowadays agile methods are quite popular and are seen as an alternative to the traditional plan-driven methods, which thus far have been the basis for accepted practices in software engineering (Abrahamsson et al. 2003, Cohen et al. 2004, Tomaszewski et al. 2008). Plan-driven methods are characterised by heavy upfront planning, focus on documentation, predictability, and repeatable processes (Boehm 2002). Lately these methods have been criticised for their inability to accommodate change and the high costs that are associated with updating documentation and plans (Highsmith and Cockburn 2001, Poppendieck and Poppendieck 2003, Leffingwell 2007). On the other hand, agile methods are designed to accommodate rapid change (Beck 2000, Williams and Cockburn 2003). In order to be flexible, agile methods rely on individuals and their knowledge rather than processes, value working piece of software over complete requirements specifications and design plans; and encourage responding to a change rather than planning for it (Manifesto for Agile Software Development 2008).

The latest contribution to the agile community, Lean Software Development (Lean SD) (Poppendieck and Poppendieck 2003), is based on a collection of attitudes and principles originating from the successful concepts of lean manufacturing developed by Toyota known as the Toyota production system (Womack et al. 1991). The original lean manufacturing principles at Toyota (Eliminate waste, Amplify learning, Decide as late as possible, Deliver as fast as possible, Empower the team, Build integrity, etc.) are based on continuous improvement and elimination of waste. Since these principles are rather general they can be interpreted and adapted to suit different applications and business domains, for example software development. This can be seen as an advantage as the applicability of agile methods are generally considered to be limited to small- to medium-sized enterprise developing medium-sized non-critical applications (Boehm 2002, Williams and Cockburn 2003, Sillitti et al. 2005). However, the current translation of lean principles to software development (Poppendieck and Poppendieck 2003) is fully compliant with, or even designed after, existing agile principles. This might imply a limitation of this potential, limiting the flexibility of the origin ideas behind the lean development.

In general, agile methods may vary when it comes to the specific application of certain practices. However, they all follow the main principle of producing working software in small iterations, and utilising small teams of dedicated individuals that focus on software development. The common aspects of agile methods can be summarised by the following principles [hereafter called Agile Property (AP)] (Highsmith and Cockburn 2001, Abrahamsson et al. 2003, Cohen et al. 2004):

- **AP1. Feature orientation:** The main focus is on the production of features as soon as possible. The goal is to deliver working functionality that is perceived to have the most value for the customer, and this is done in small and frequent iterations.
- **AP2. Reactive development:** Reactive development is about responding to a change instead of planning ahead, and delaying decisions as long as possible. Agile methods promise flexibility and follow the ideology that one can not control the world, thus the strategy is to respond to a change rather than plan for it. Examples of reactive practices are refactoring, adjusting requirements’ priorities, and release scope after each iteration and delaying decisions for as long as possible.
- **AP3. Evolving project (release) scope:** Perhaps one of the main distinguishing features of agile development is the change from a fix-scope approach to a more open-ended approach. In the traditional fix-scope approach much effort is spent on defining and planning the content of a product release of a project upfront. In agile the release scope is emerging in the process of development rather than planned ahead. A prioritised list of requirements (product backlog in SCRUM and prioritised user stories in XP) serves as an initial input which is a kind of wish-list of a release scope. The release scope is expected to be refined and updated at the end of each iteration in order to accommodate changes and new information that was learned in the latest iteration. This practice is in line with the reactive development property described in AP2.

### 2.2. Specific Needs of MDPD

In MDPD software products are often developed as product families that are offered to a mass
market rather than a specific customer. The product development has an iterative character where new versions of the product are delivered to the market via established release cycles (Dahlstedt et al. 2003, Gorschek and Wohlin 2006).

The fact that the product is not ordered and developed to suit the wishes and needs of one specific customer creates special needs distinguishing the characteristics of this type of development from customer-specific (bespoke development) (Potts 1995). In a bespoke situation the development organisation can rely on the customer to decide what functionality should be included in the product and this information can be elicited directly from the customer. However, in market-driven development this is not feasible as there are any number of potential customers. Instead, the development organisation itself decides what functionality should be delivered to what market segment and when (Potts 1995, Karlsson et al. 2003, Ebert 2005, Regnell et al. 2005, van de Weerd et al. 2006). This creates a special focus on pre-project activities usually associated with product planning and management operations (van de Weerd et al. 2006). The specific needs of MDPD are summarised below:

- **N1. Balancing different requirements types:** Selecting a set of requirements that will be included in future releases of a product is one of the most important strategic decisions in MDPD. This decision is based on comprehensive analysis of the company’s business intelligence, product planning and road-mapping, marketing and sales information, and strategic assets such as engineering know-how and investments in product architecture (Greer and Ruhe 2004, Ebert 2005, Regnell et al. 2005, Saliu and Ruhe 2005). The specifics of this task require that the development organisation must find an optimal balance between different requirement types such as commercial requirements, innovations, requirements connected to architecture improvements and also balance quality attributes like maintainability, performance, scalability, and usability across different releases.

- **N2. Trade-off between market-pull and technology-push:** Studies in relation to MDPD have shown that the development organisation not only needs to respond to the current consumer needs but also anticipate future needs as well as influence the needs of the consumers via innovations and technology breakthrough. Finding a balance between market-pull and technology-push is considered one of the challenging aspects for companies operating in this context as it indirectly involves balancing low- and high-risk as well as long- and short-term considerations (Karlsson et al. 2003, Regnell et al. 2005).

- **N3. Release content planning (requirements selection):** Planning the content of a specific release is recognised as one of the most challenging parts of MDPD (Carlshamre et al. 2001, Carlshamre 2002, Greer and Ruhe 2004). This activity occurs after a large number of initial requirements have been filtered through the steps of requirements triage/screening and prioritisation. The reduced amount of requirements is then considered for inclusion for a specific release, which is the task of release scope planning. The ultimate goal of this activity is to find a selection of requirements that will give the best possible return on investment (ROI) and will be feasible to implement within a given time- and resource-frame. The main characteristics of this task require finding an appropriate balance between relative cost and value of each requirement, technical and business dependencies between requirements, and available budget and resources at hand. The outcome of this activity results in a list of requirements that constitutes the planned scope of a release. Having an established release scope is important from three main aspects. One, it enables decision makers to estimate and plan for the total value of a release, and a comparison to the total value needed for a specific market segment at a certain time. The goals of a release may be combinatorial in nature, i.e. several projects in collaboration over time can together offer a specific value for the market. Two, a set release scope provides a baseline that can be used to effectively evaluate emerging changes with respect to how this change affects the total value and cost of a release. This provides a basis for informed decisions and helps managers to not only react but also find the best way to react on a given change. Three, it provides a possibility to plan and implement long-term product development and innovation that are not based on current customer wishes but focus
on, for example, system evolution goals that go beyond the project perspective.

2.3. Applying Agile Principles in MDPD

In order to understand the possible impact of agile methods on pre-project activities, the properties of agile methods described in Section 2.1 are put against the needs of MDPD described in Section 2.2. The result is presented in Table 1.

In Table 1, AP1 is put against N1 since feature orientation by definition favors feature-type requirements thereby being the opposite of creating a balance between different requirement types such as feature and non-functional requirements. AP2: Reactive development is associated with N2, i.e. the need of finding trade-off between market-pull and technology-push since there is a risk that the agile view of adopting and reacting to customer needs results in the company becoming too focused on responding to current market needs and thus being unable to push innovative ideas that do not directly originate from the market or key-customers at present. This can have devastating effects on the long-term, invisible to the project perspective which is inherently focused on delivering the requirements relevant from the project perspective.

Using an evolving release scope (AP3) is by definition at odds with planning the release scope (N3) as it limits the decision maker’s ability to actively control and influence release content. As presented in Section 2.2 in MDPD there is a need for an established release scope, where the decision on what is included in a release is based on careful analysis of all candidate requirements (Carlshamre 2002, Greer and Ruhe 2004, Saliu and Ruhe 2005, Ngo-The and Ruhe 2008). In contrast, an agile project release scope is loosely defined and is based on rough estimates and the initial feelings of the customer about the requirements. The intention in an agile project is not to have the best selection but to refine the scope during the course of development (Beck and Fowler 2001, Poppendieck and Poppendieck 2003, Williams and Cockburn 2003, Leffingwell 2007).

The lack of alignment between the properties of agile methods and the needs of MDPD can be further explored by studying certain assumptions made in agile development methods and mapping them to the product development practices in market-driven context. These assumptions are listed in Table 2. Each is elaborated upon below.

- **Development context**: Agile methods are bespoke in origin (Karlstrom and Runeson 2005) and largely focus on a specific project rather than long-term product development common to MDPD where the focus is on the product or product families offered to any number of potential customers. Success in a bespoke (project) perspective is the successful completion of the project fulfilling the needs of the customer.

<table>
<thead>
<tr>
<th>Table 1. Agile properties vs. MDPD needs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Agile property</td>
</tr>
<tr>
<td>AP1. Feature orientation</td>
</tr>
<tr>
<td>AP2. Reactive development</td>
</tr>
<tr>
<td>AP3. Evolving release scope</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table 2. Agile assumptions and MDPD reality</th>
</tr>
</thead>
<tbody>
<tr>
<td>Development context</td>
</tr>
<tr>
<td>Agile methods</td>
</tr>
<tr>
<td>One customer – focus on a specific project. The project is central.</td>
</tr>
<tr>
<td>Business context</td>
</tr>
<tr>
<td>Customer owns the product and finances the development effort.</td>
</tr>
<tr>
<td>The release scope can be undefined and negotiated.</td>
</tr>
<tr>
<td>Understanding of value</td>
</tr>
<tr>
<td>Simple.</td>
</tr>
<tr>
<td>Assumptions about requirements</td>
</tr>
<tr>
<td>Requirements are at large unknown.</td>
</tr>
</tbody>
</table>
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Success from a market-driven perspective is measured in sales, revenue, market growth, and the ability to create and maintain a flexible product architecture that will support future product releases. Thus the difference between agile and MDPD context is both in the scale and the complexity of the projects. For example creating a maintainable product architecture is not as critical in a small bespoke project compared to a project that is part of a large-scale product development effort of a product that will have a long life span.

- **Business context:** Agile methods assume that the customer is responsible for identifying valuable requirements and financing development activities, as well as that the scope of the release or a project is negotiable. In contrast in MDPD the development organisation itself is responsible and has to decide what requirements are valuable for a current release and for finding financial resources to develop the selected set of functionality. The contents of the release cannot be negotiable in the same sense as in agile projects as there is no specific customer, rather the decision of what to develop is arrived at after complex deliberation involving product management, marketing, key-customers, sales and upper management, as well as long-term plan influence. In fact, the scope of the release has to be defined since it is quite common that product management need to produce a marketing message on what is to be expected in the next release of the product long before the development activities are finished (or even initiated). Applying the concept of evolving release scope has some economical consequences as well where the developing organisation (which in MDPD stands for the development costs itself) must evaluate how much updating, refactoring and other correcting after-the-fact activities can be afforded by a company that has to deliver a certain value at a defined market window time-point. In MDPD time-to-market is generally seen as being of paramount importance.

- **Understanding of value:** Agile methods focus on creating rapid value for a specific customer. In MDPD the definition of what constitutes value is more complex and the potential value for a specific customer is just one component of a value measure (this relates to N1 and N2 presented in Section 2.2). Also, agile methods assume that the value of rapidly developed functionality can be confirmed by a customer or an on-site customer representative almost immediately. In MDPD the validation of perceived value of developed functionality requires longer lead-times as well as different tools, for example GAP analysis, customer value analysis (CVA) and focus groups (Gorschek 2006). An agile project member cannot go to an on-site customer as this representative does not exist. The concept of value not only transcends any one customer but also the project itself. For example, a project can be a part of a long-term development plan to offer infrastructure to subsequent development down the line. From a project perspective most of the project contents might seem as waste, but from a product perspective the view is another (Gorschek and Davis 2008).

- **Assumptions about requirements:** Agile methods assume that at the beginning of the development project requirements are largely unknown. This is not the case for MDPD where large efforts have been devoted to collecting large amounts of potential requirements, which undergo triage, and subsequent refinement and selection (and packaging) prior to the project being created (Potts 1995, Karlsson et al. 2003, Ebert 2005, Regnell et al. 2005, van de Weerd et al. 2006). This does not mean that the requirements given to a project are perfect or even complete, but it does mean that there has been a deliberate and critical effort to select and deliver a set of requirements to the project.

As a consequence to these differences in assumptions and properties of agile development methods and MDPD needs, it seems reasonable to assume that applying agile principles in this context will have certain consequences on pre-project activities connected to requirements selection and product planning. This is the focus of this article and the case study presented in sections 3 and 4.

First a background to agile development is given with focus on reporting experiences from industry usage.

### 2.4. Empirical Studies on Agile Methods

Agile software development models are relatively new and have not been tested to the same
extent as traditional software development models (Abrahamsson et al. 2003). A large part of the existing empirical evidence regarding agile methods is focused on XP. Here research efforts are mainly focused on studying isolated practices, such as pair programming or test-driven development (Erickson et al. 2005). When it comes to the impact of agile methods on software development activities a number of case studies exist. These studies report improvements in the quality of the developed code, increased effectiveness and productivity of software developers, and customer satisfaction (Middleton 2001, Ilieva et al. 2004, Layman et al. 2004, Mannaro et al. 2004, Mann and Maurer 2005). However, a closer examination of these studies shows that most of them focus on identifying the effect of agile principles on in-project activities, and that observed effects are primarily identified in the context of small development teams developing small- to medium-sized applications. These results are in line with the findings of Abrahamsson et al. (2003), who in their survey concluded that there is a lack of sound empirical evidence to support the applicability of agile methods in different development contexts and application domains.

Empirical evidence in relation to the application of agile practices in large-scale contexts is quite scarce. In a recently conducted systematic review of empirical studies on agile software development 270 reports were identified as containing empirical results on agile development methods (Dybå and Dingsøyr 2008). After assessment of these according to the principles of what constitutes good practices of empirical research, only 33 of the original 270 were considered as credible empirical reports. Out of these only a small fraction, two reports (Dagnino et al. 2004, Karlstrom and Runeson 2005), report on application of agile principles in large organisations. Both of these studies focus on in-project activities and report positive results of applying agile principles. It is important to notice though that in the works of Karlstrom and Runeson (2005) the application of XP practices was done in the context of small pilot teams. Information about the context of development size of developing project and which XP practices had been applied was unfortunately missing. In the works of Dagnino et al. (2004) a rather conservative version of agile development methodology was used to produce a prototype for an internal customer.

2.4.1. Empirical Studies on the Impact of Agile Methods on MDPD

When reviewing existing knowledge and research on agile methods it is easy to notice that most of the empirical reports focus on analyzing the impact of agile methods on in-project activities such as software design, development and test activities, when studies focusing on pre-project activities and product management in general are quite rare (see Section 2.4).

Recently there has been interest in investigating the application of agile methods for product line engineering (PLE) (Clements and Northrop 2002), which have some similarities with product management activities. At the current stage however the research in this area is quite new, focusing on studying in what way agile principles and PLE activities can be combined (Tian and Cooper 2006, Hanssen and Fægri 2008), or the application of the selected principles of agile methods (such as collaboration and focus on individuals) in some PLE activities (Noor et al. 2008).

When it comes to MDPD, to the best of our knowledge and for the time being, studies focusing on understanding of the impact of agile principles on pre-project, product management activities do not exist. This situation indicates a critical gap in understanding, e.g. the long-term effects of agile methods on product development. This is especially relevant when considering MDPD, where pre-project activities are critical (Regnell et al. 2005).

Studies investigating the impact of agile principles on pre-project activities are needed in order to determine to what extent agile principles can be adopted in the MDPD context. This can involve e.g. how agile models need to be tailored, or what other practices need to be in place in order to take full advantage of positive aspects of agile development without negatively effecting MDPD.

The case study described in this article investigates the characteristics of decision making in Ericsson AB that has worked with adopting agile principles over the last years. The goal of the case study is to study and understand the characteristics of the pre-project decision-making process when applying agile development principles. The identified characteristics and specifics of the pre-project process are analyzed in order to see if the study findings can support the expected impact of agile principles on pre-project activities in MDPD as described in Section 2.3.
3. CASE STUDY SETTING AND DESIGN

The case study was conducted during the fall of 2007 at Ericsson AB in Sweden (called Ericsson hereafter). Ericsson is one of the world’s leading companies in telecommunication, providing a wide range of products and solutions. The company operates in a market-driven context where the products are sold as generic solutions offered to an open market, although customised versions of the products are also developed and sold to key-customers.

With the goals of achieving higher process performance and increased flexibility when it comes to accommodating changing requirements Ericsson moved from a traditional development process with relatively extensive development projects which lasted about a year or even more (following the classical waterfall development steps) to lean development. One of the main motivations for moving to a new development process was to minimise the number of change requests. Change requests were associated with high development costs since they often resulted in wasting development effort in form of detailed analysis of requirements that were not implemented in the final product or expenses associated with rework.

According to Tomaszewski et al. (2008), the traditional waterfall development projects at Ericsson suffered from large number of change requests mainly caused by long development cycles and extensive analysis of the pre-defined release project scope. The new agile development process called Streamline (Tomaszewski et al. 2008) promised to cut down the costs associated with the change requests substantially. A recent evaluation of the application of Streamline at Ericsson reports reduction of requirements volatility in the projects mainly caused by application of small development packages and shortening the lead-time of development projects (Petersen and Wohlin 2008). The Streamline development process (called only Streamline hereafter) is strongly influenced by agile and especially Lean SD, and a summary of it can be found in Section 4.1.

3.1. Research Roadmap

The goal of this study was to identify how the introduction of Streamline has affected product management [pre-project requirements engineering (RE)] activities practiced at Ericsson. In order to achieve this goal it was decided to first identify and study the process and the characteristics of pre-project decisions at Ericsson. Collected information was then analyzed using the structure seen in Table 1. The intention here was to identify how well the study findings support the anticipated impact of agile principles on MDPD outlined in Section 2.3.

Information about the practiced pre-project activities in Streamline was gathered by means of studying the pre-project RE decision-making process applied in the development of three separate products at Ericsson. Product 1 and product 2 are large mature systems with a large number of releases operating all over the world at many customer sites. Products 1 and 2 are over 9 years old and have undergone seven and four releases respectively. Product 3 is a smaller product with only one previous release since its creation in 2006.

In order to get an overview of the RE decision-making process three main sources were used to achieve a triangulation (Gorschek and Wohlin 2004) of sources as can be seen in Figure 1.

Part A consisted of the study of official process documentation, Part B was interviews with practitioners allowing for a balanced view where the official process was weighed against the one actually practiced, and Part C consisted of observations (e.g. sitting at the meetings). The use and comparison between different sources is at the central core of the triangulation (Gorschek and Wohlin 2004, Pettersson et al. 2008). The details of study execution are provided in Section 3.2, and the results obtained are detailed in Section 4.

3.2. Study Execution

The initial stage was focused on studying the official process documentation in order to identify
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pre-project decisions, roles and responsibilities associated with the decisions, and mapping the decision characteristics. In addition, the study of the official process allowed a mapping of meetings and forums for decision-making.

3.2.1. Process Documentation Study (Part A)
The documentation study was conducted by means of reviewing official process descriptions for pre-project activities in Streamline. A senior expert, responsible for process improvement activities was used as a guide to the formal process in order to identify relevant process documents. An important selection criterion for the document study was to consider those process descriptions and workflow guidelines that were common for development activities.

The information provided in the process documentation was analyzed in order to identify the major steps/activities and the decision points involved in pre-project RE. For each identified decision point the characteristics were mapped. Characteristics in this case are the (i) goal(s) for an activity, (ii) the decision criteria/method used, and (iii) the decision support material used and/or produced. The identified roles and decision forums were later used to plan the interviews and observations.

3.2.2. Interviews with Practitioners (Part B)
The intention with the interviews was to elicit information on the pre-project decision-making process not evident from the formal process descriptions in Part A. Semi-structured interviews were used in an informal setting.

At the beginning of each interview the participant was asked to describe the process of working with pre-project requirements. In most cases the interviewees would draw a figure of the overall process and map the major steps/decisions in the process.

Once the major steps and decisions were identified the interview continued detailing them and the participants were asked a set of questions designed to retrieve the characteristics of the decision points. In order to allow a comparison between the formal and practiced process, for each mentioned decision, the interviewees answered questions on goals of a decision, how the decisions were taken, what information was important/necessary in order to take a decision (decision support material used) as outlined in Section 3.2.1. At the end of each interview participants were asked to identify major challenges and improvement suggestions in relation to the process and the characteristics.

The results of the interview were transcribed into session summary sheets (Robson 2002) directly after the interview session. Information placed in these sheets followed the same template, providing data on interviewed person, issues covered, and researcher’s own notes regarding the information obtained in the interview.

Once the interviews were completed, the information from the individual interview was coded in different data categories related to the practiced pre-project requirements decisions and their characteristics. The utilised data categories covered topics such as practices requirements decision steps, requirement types considered at each decision, practiced approach for taking decision, required decision material, experienced challenges, etc. The coded data from each interview was then placed in an excel sheet where it was analyzed again in order to find relations to the agile properties and MDPD needs presented in Table 1.

The selection of the interview participants was based on the process documentation where roles involved in pre-project RE and decision-making were identified.

Further, the case study consisted of the study of three different products at Ericsson to make sure that the process and the characteristics studied were representative for the organisation. Therefore the interviewees were also selected to represent the important roles for each of the products (see Table 3).

In total 14 interviews were conducted. Each interview was conducted individually. To avoid validity issues such as the subjects feeling uncomfortable with speaking their mind none of the interviews were recorded. Detailed notes were taken during the interviews, and during the subsequent refinement of these notes supplemental questions were posed to the interview subjects post-interview if needed. The detailed and refined notes were then used to validate understanding and avoid misinterpretations as they were shared with the subjects for validation purposes. The distribution of the interviews was the following: Product Managers – 5; System Experts – 3; Line Managers – 3; Project Managers – 3.
Table 3. Roles identified in pre-project RE

<table>
<thead>
<tr>
<th>Name (number interviewed)</th>
<th>Description</th>
<th>Responsibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>Product Manager (5)</td>
<td>This role has the strategic product responsibility and decides the overall product development direction</td>
<td>Select, prioritise and plan requirements for future releases</td>
</tr>
<tr>
<td>System Expert (3)</td>
<td>This role is populated by people with expert knowledge of the systems and their architecture</td>
<td>Responsibility of system architecture and system development plan</td>
</tr>
<tr>
<td>Line Manager (3)</td>
<td>Line managers have overall responsibility of Development and Testing (R&amp;D) resources. They plan for R&amp;D utilisation in development projects and allocate resources to develop requirements selected by product management</td>
<td>R&amp;D capacity overview, planning of development projects</td>
</tr>
<tr>
<td>Project Manager (3)</td>
<td>Responsible for the detailed planning, execution and follow-up of development projects for a specific release</td>
<td>Planning and execution of a specific project</td>
</tr>
</tbody>
</table>

4. EMPIRICAL RESULTS

4.1. Process Documentation Study (Part A)

Figure 2 presents the major pre-project activities in Streamline as described in the process documentation. The activities are displayed in chronological order (order of execution in the company).

Table 4. Decision forums

<table>
<thead>
<tr>
<th>Name (number visited)</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pre-project Requirements Council (2)</td>
<td>This council consists of strategic product managers, technical product managers and system experts. Decision forum is used for decisions on which requirements will be approved for further analysis and how the selected requirements will be allocated.</td>
</tr>
<tr>
<td>Prioritisation Workshop</td>
<td>Workshop participants include product managers, system experts and different requirement representatives. Decisions on which requirements will be assigned highest priority for the next release are taken.</td>
</tr>
<tr>
<td>Release Scope Refinement Board (1)</td>
<td>The board consists of product manager, line manager and system experts. Here the decisions on approving implementation proposals and associated cost of a requirement are taken.</td>
</tr>
<tr>
<td>Release Planning Board (1)</td>
<td>The board consists of product manager, line manager, system expert and project manager. Here the decisions regarding release scope planning and initiating of development projects are taken.</td>
</tr>
</tbody>
</table>
As shown in the figure, pre-screening of incoming requirements, requirements prioritisation and release scope analysis and refinement are the major activities performed prior to initiating development projects.

4.1.1. Pre-screening
According to Streamline, initial requirements are elicited from different sources in a continuous manner. Incoming requirements are then inserted in the repository after which they pass through the pre-screening step. The goal of this activity is to identify a sub-set of requirements that is interesting to include in a certain product. The process involves two sub-steps: selection and analysis. During selection requirements are analyzed in order to determine suitability of a requirement for a certain product. In this step requirements that are wrongly allocated to a product, duplicate requirements and other requirements that are considered not suitable for a product are filtered away. During analysis requirements are analyzed to determine their business value and technical impact. This information together with directives from product plans and roadmaps are used to allocate requirement to a certain release of a product. At the end of the pre-screening step an initial requirement is either allocated to a future release, rejected, or considered so urgent that is allocated to the release under definition.

4.1.2. Prioritisation
During this step requirements that are allocated to a certain release are prioritised in order to produce an initial release scope. At the end of a prioritisation step only a small sub-set of all requirements that are allocated to a certain release are selected to be included in the list of prioritised requirements for a certain release which in Streamline is called ‘Priority directive’ of a release. At the end of the prioritisation step requirements included in the ‘Priority directive’ are handed over to the R&D organisation (development and testing) for analysis and realisation.

4.1.3. Release Scope Analysis and Refinement
The goal of this activity is to analyze and package requirements included in the ‘Priority directive’ into small development projects each in size approximately 3 months. Activities in this step have a continuous and iterative character where requirements are analyzed and assigned to development
projects following the order of their priority in the ‘Priority directive’.

Once the priority directive is received by R&D the initial step is to create a project anatomy plan. The purpose of the anatomy plan is to identify and describe functional dependencies between the requirements in the priority directive, which are subsequently used to update the priority order taking the dependencies into account, resulting in a function container list. This list provides a base for the planning of development projects as it dictates in which order the requirements will be analyzed and assigned to the development projects.

When the first version of the function container list is available, R&D can start conducting technical analysis of requirements following the priority order dictated by the list. Requirements are analyzed independently and development projects are initiated as soon as the line management in the R&D organisation can find and allocate resources necessary for realisation of the selected solution proposal.

The technical analysis of each requirement should take a maximum of twenty (20) person-hours and produce a report detailing which components of the existing system will be affected by the new functionality, possible implementation solutions, and a cost estimate of each solution. The results of the technical investigation is presented at the Release Planning Board (see Table 4) and the solution that provides the best trade-off between product management priorities, resource capacity, and system architecture impact is selected. If an acceptable trade-off cannot be reached, for example the estimated cost of requirements implementation is higher than expected by product management, or the resource capacity is inadequate the priority order of this requirement must be renegotiated.

4.1.4. Summary
Streamline is a process that tries to apply agile principles in an MDPD context. The process has clear characteristics of market-driven development, where requirements are collected from different sources and filtered through the pre-screening and prioritisation steps to produce the ‘Priority directive’ of a release.

Streamline also has a strong connection to agile and lean development principles, which is evident in the step of release content analysis and refinement. As shown in Section 4.1.3, the scope of a release if not fixed and development activities do not wait until analysis of all requirements allocated to a release are finalised, instead development projects are initiated as soon as analysis of top priority requirement allows for identifying what resources are necessary and these resources can be allocated. This approach is in line with the agile property AP3 – Evolving release scope. In Streamline this property is intended to ensure that the development effort is focused on top priority requirements and to minimise waste connected to change requests mentioned in Section 3.

4.2. Interviews and Observations (Part B and Part C)
In this section we describe study results obtained via interviews with the practitioners and conducted meeting observations. The results are grouped according to major pre-project steps identified in the process documentation study (see Section 4.1).

4.2.1. Results for Pre-screening (Step 1 in Figure 2)
4.2.1.1. Finding 1: Practiced Approach for Pre-screening
Interviews with the practitioners showed that in general practiced activities followed the steps of the documented process. However some differences were identified.

As shown in Table 5, for product 1 and product 2 activities in pre-screening mainly focus on defining if a requirement is appropriate for the product, rather than evaluating requirement’s business value and technical impact as prescribed by the process documentation. This type of analysis was performed in an informal way and no reports were produced. Product managers for this product explained: ‘‘we receive hundreds of requirements; therefore the first step is to lower the volume by removing duplicates and requirements that are wrongly allocated to our product’’.

In the case of product 3 the pre-project activities considered both technical analysis and value evaluation. However compared to the technical analysis, evaluation of the requirements value received little attention. Moreover, mechanisms used for evaluating and determining value of a requirement were not obvious. Observation of Pre-Project Requirements Council meetings for product 3 confirmed this since most of the meeting time was spent on clarifying technical details around the requirements. Technical evaluation was mostly based on
expert opinion. For requirements that were considered complex an official technical report was ordered and produced.

4.2.1.2. Finding 2: Balance between Different Requirement Types at Pre-screening During the interviews product managers of each product were asked to list the different types of the requirements considered by them during pre-screening. All product managers listed commercial requirements originating mainly from influential customers and marketing units, while other types of requirements like technical and architectural improvements or product life-cycle requirements were not mentioned.

4.2.2. Results for Requirements Prioritisation (Step 2 in Figure 2)

When it comes to requirements prioritisation, interviews with practitioners provided detailed information on the applied prioritisation technique and evaluation criteria, which was missing in the formal process descriptions. Findings identified through analysis of interview results are presented below:

4.2.2.1. Finding 3: Practiced Approach for Prioritisation

For all the products studied the requirements prioritisation of requirements in the overall product plan is performed every 6 months. The prioritisation is performed in the form of a workshop where experts with different competences participate (see Table 4). The prioritisation is conducted using pairwise comparisons and supported by the commercial tool Focal Point (Telelogic Focal Point – Software for Product Management and Product Portfolio Management 2009).

The components used as evaluation criteria are presented below following the order of their importance as defined by practitioners: (i) benefit (value) to company and alignment with product strategy; (ii) benefit (value) for potential customers; (iii) cost; (iv) how well the requirement improves non-functional characteristics.

For all three products the prioritisation and qualifying the criteria, such as requirements cost and value (for the organisation itself and potential customers), were mainly based on expert opinion (knowledge). Occasionally for estimating cost of a requirement additional material such as technical reports were used. When it came to estimating value it was completely based on expert opinion. The practitioners in general found it difficult to explain the mechanism behind estimation of requirements value. One of the product managers commented “we estimate requirements value based on the knowledge of our product and our customers’ needs”.

4.2.2.2. Finding 4: Balance between Different Requirements Types at Prioritisation At this stage of the practiced process all products considered both commercial and technical requirements. When it comes to the question of balance between the commercial and technical requirements the interviewed system experts expressed their concern that system and architectural improvements were receiving less attention compared to commercial requirements from e.g. market units and key-customers. “Internal requirements connected to architectural and system improvement issues have a hard time competing with commercial features and often end up lower in the prioritised list of requirements” mentioned one of the system experts. Another expert noted: “system requirements receive attention when we can show that they are necessary for implementation of some important commercial requirement”. System experts anticipated that this development could in the long run cause deterioration of the system architecture. The interviews system experts also expressed that describing the value of system requirements was not easy and
that they needed guidelines for formulating the 'business case' for system requirements.

4.2.3. Results for Release Scope Analysis and Refinement (Step 3 in Figure 2)
Analysis of the interviews with involved roles in this step, and data collected via observations of Release Scope refinement Board and Release Planning Board meetings (see Table 4) revealed that involved parties made a real effort to follow the agile way of working described in the process documentation. However, following lean principles to 100% when planning the contents of the future release proved to be problematic.

4.2.3.1. Finding 5: In Practice It Was Not Realistic to Follow Lean Development Principles Fully
The study results indicated that following the practices of evolving release scope (AP3) as described in the official documentation for Streamline (see Section 4.1.3) made it difficult to know which of the requirements included in the priority directive would be included in the final release. This created disturbances for product managers who were in need to have a good overview of release plan and its contents. As one product manager explained “if we follow agile then I can not tell market units and influential customers what functionality will be delivered in the next release”.

According to the interviewed line managers and product managers it was usual that the number of requirements included in the priority directive was more than the capacity of the organisation, thus not all requirements could be implemented. Consequently the product managers required confirmation from the R&D department on how many of the requirements in the priority directive would be possible to include in the release. This in turn meant that all requirements in the priority directive had to be analyzed to produce a reliable cost overview of the requirements included in the priority directive (according to interviewed line managers the available information on the cost from the previous pre-project steps was too high level to be trusted). This situation created problems since analyzing the entire scope of the release was against the lean philosophy of Streamline and line and project managers at the R&D department were afraid to fall back into the waterfall way of working.

In order to find a middle ground between lean principles and the needs of product management a commitment model was suggested according to which the R&D organisation would commit up to 50% of requirements in the priority directive from the start. This meant that the scope of the release would be defined ahead of development projects and it would contain the first half of all prioritised requirements. The remaining requirements would remain as candidates for in-scoping and would be considered only after the analysis of the committed scope was finished and necessary resources for producing the requirements assigned to the scope were secured.

4.2.3.2. Finding 6: Related topic: Different Attitudes Towards Agile in R&D and Product Management
Interviews revealed a difference between the attitudes towards agile principles in the R&D organisation and in the product management organisation. Line and project managers who are representing R&D were in general positive and enthusiastic towards agile, while product managers in general expressed concern about agile. As one product manager said “I must feel confident about the contents of the release in order to be able to market our product and handle competition”. It is interesting to note that the R&D organisation perceived the product managers concern about agile principles to be due to “the old way of thinking”. As some of the project managers said “Product managers just have to find different ways to sell our products.”

4.2.4. Summary
In this section the findings identified through interviews and observations will be analyzed with regard to the extent the practiced process follows the official Streamline process described in Section 4.1. After this, the findings from the interviews and observations are organised in practiced process symptoms, providing ground to discuss the implication of agile properties on MDPD needs.

Comparison between official and practiced processes: Finding 1 and Finding 3 show that for the steps of pre-screening and prioritisation the practiced process closely followed the steps outlined by the official process (see Section 4.1). Some differences were identified showing misalignment when it comes to the focus of the activities (for example in pre-screening the activities were less focused on value analysis than expected). In addition, the produced decision support material was not always written down as official reports on
technical and business analysis (as mandated by the formal process), but often consisted of informal decisions based on expert opinion.

According to Finding 5 the largest difference between practiced and official process was identified in the step of release planning and refinement, where the practice of evolving release scope as prescribed by Streamline was in reality difficult to follow. It is important to notice that the step of release scope analysis and refinement represents the actual change from the waterfall approach to the new agile way of working with the requirements. According to the existing research on the extent of methodology adoption (Fitzgerald 1998) it is not uncommon that the prescribed development methodology in reality is not followed rigorously. However, in this case the interviews and observations provided clear indications that due to the problems associated with the old way of working, the practitioners have made every effort to follow the prescribed process. It was due to the misalignment with the needs of decision makers that the adaptations to the prescribed way of release content analysis and planning was necessary.

4.2.4.1. Practiced Process Symptom 1: Pre-project Activities are Focused on Commercial Requirements

Analysis of the findings for the pre-screening and prioritisation steps shows clearly that these initial pre-project activities are mainly driven by commercial requirements (see Finding 2 and Finding 4). Additionally according to Finding 4, commercial features are often prioritised over other types of requirements like architectural improvements.

4.2.4.2. Practiced Process Symptom 2: Evolving Release Scope Was Found Wanting in Relation to the Needs of Decision Makers

Finding 5 indicates that applying the concept of evolving release scope (AP3) was difficult for release planning purposes in a market-driven context. Thus there was a need to find a solution where agile properties would be adjusted to the needs of pre-project decisions. The introduced approach of a commitment model is an example of finding a middle ground between agile principles and the company’s needs. Further, Finding 6 indicates a lack of understanding of the challenges and business constraints of pre-project decisions in a market-driven context.

4.2.4.3. Practiced Process Symptom 3: Requirements Value is Defined through Expert Judgement

Findings 1 and 3 reveal that practitioners do not have a clear mechanism for describing, evaluating and comparing value of different requirement types. According to Finding 3 evaluation of requirements value is mainly a tacit process based on expert opinion, knowledge of product’s business case and customer needs. Moreover, data presented in Finding 4 indicate a need to define clear procedures and guidelines that can be used for representing different requirement types, for example system requirements.

5. DISCUSSION

In Table 6 the symptoms of the practiced process identified through the case study are connected to the MDPD needs and agile properties that were presented in Section 2.3.

As shown in the table, Symptom 1 and Symptom 3 of the practiced process is associated with the agile properties AP1 and AP2 and is considered to impact the need to find an appropriate balance between different requirement types, such as commercial requirements, requirements connected to technology innovation and architectural and system improvements (N1 and N2). Symptom 2 is connected to AP3 and is considered to impact the need to effectively plan the content of the future release (N3). The following sections elaborate on the implications of applying agile properties on pre-project activities in the MDPD context, and discuss possible solutions to decrease the gap between agile properties and needs in MDPD.

5.1. Feature Orientation vs. Balancing Different Requirement Types

In the MDPD context balancing commercial, architectural and quality requirements are extremely important (Ebert 2005, Regnell et al. 2005). The system architecture is seen as one of the assets on which future releases will be built and maintainability issues are connected to the cost of supporting different versions of the products in the market over time (Tomaszewski et al. 2008). The problems of finding a balance between features and architecture improvements have been acknowledged and reported by other researchers (Wohlin and Aurum...
The results of the conducted case study have shown the dominance of commercial requirements in Streamline, threatening to create an imbalance between features and other types of requirements not driven by the perceived immediate needs to the customer or market.

In the case studied in this article we can not claim that a perfect balance existed prior to the introduction of Streamline. However there is a risk that due to the agile properties of feature orientation and reactive development (AP1 and AP2), finding the balance might be even more difficult. This assumption partly is motivated by a lack of support for handling non-functional requirements in agile methods (Paetsch et al. 2003, Sillitti et al. 2005), as well as existing research where feature orientation and reactive development in agile methods is named as a threat for long-term goals such as maintaining a clean system architecture and other quality aspects (Boehm 2002, Tomaszewski et al. 2008).

The risk of increased dominance of commercial requirements when applying agile methods can be explained by examining the definition of requirements value and requirements priority in agile methods.

As discussed in Section 2.3, agile methods focus on delivering rapid value for a customer, where requirements value and consequently its priority is strongly associated to the customer value of a requirement (Beck and Fowler 2001, Poppendieck and Poppendieck 2003, Williams and Cockburn 2003, Leffingwell 2007). This definition of a requirement’s value in agile methods in combination with unclear procedures for defining requirements value (Practiced Symptom 3) can easily encourage prioritisation of commercial requirements which have a direct link to existing customers and overlook the value of requirements which cannot be easily linked to the customer, for example system and architecture related requirements.

The latest studies of requirements prioritisation practices applied in industry have revealed that having unclear procedures when it comes to definition of requirements value is not uncommon (Barney et al. 2006, Lehtola and Kauppinen 2006). Thus for companies aiming to combine market-driven development with agile practices and still
maintain a reasonable balance between the commercial and other types of requirements it is extremely important to (i) establish a clear picture of what is/should be perceived as valuable for a company, as opposed to value based only on the current needs of customers and how commercial and other type of requirements fit in this picture; and (ii) define clear procedures and guidelines for expressing the value of non-commercial requirements.

5.2. Evolving Release Scope vs. Release Content Planning

Previously in this article it was argued that applying the concept of evolving release scope as defined in AP3 fundamentally limits product managers’ ability to preemptively plan and control the contents and value of a release. The potential limitations of applying the evolving release scope concept in MDPD context can be explained by the assumptions of agile methods regarding development and business context in which a company operates (Section 2.3), as well as the simplistic view of agile methods when it comes to deciding the priority order of requirements and managing the release scope.

In agile methods all development is orchestrated by the priority order of requirements, making the priority list central and very important. The question is then how this priority is decided. Agile methods provide quite a simple solution to this where the task is left to the customer who decides priority based on the business value of a requirement. In order to help the customer prioritise, the developers provide some rough cost estimates, but mainly the order is decided by the business value (Beck and Fowler 2001, Poppendieck and Poppendieck 2003, Williams and Cockburn 2003, Leffingwell 2007).

In MDPD the priority and implementation order of a requirement is a function of the expected value and cost of a requirement, technical dependencies of a requirement and value dependencies between the requirements (Carlshamre 2002, Greer and Ruhe 2004, Saliu and Ruhe 2005, Ngo-The and Ruhe 2008). The mentioned difference in definition of priority implies that for the same set of initial requirements agile and MDPD will produce different priority orderings of these. More importantly, the definition of requirements priority in agile, in combination with the concept of the evolving release scope affects the possibilities to plan and follow up the contents and expected ROI of a release. This point is further on exemplified in Figure 3.

Figure 3 shows typical process steps of release content planning and evolution in an agile (to the left) and market-driven (to the right) context respectively and inputs and outputs for each step. Looking at the figure it is easy to notice that both scenarios follow the same process steps. In both of the scenarios there are collections of prioritised requirements that represent the initial release scope and both of the scenarios are iterative, where the development activities follow the priority order of requirements placed in the release scope. After each iteration there is a process step allowing analysis of delivered results and progress, as well as handling of changes, for example dealing with newly elicited requirements (Req. x in the figure). This analysis may result in re-prioritisation and an updated release scope.

A closer look at Figure 3 however uncovers critical differences between the two scenarios, most of which is caused by the difference in how the priority and implementation order of a requirement is defined in agile vs. MDPD.

The differences between the scenarios are summarised below: (i) priority order of requirements in the initial scope is different between the scenarios, resulting in differences in development activities. For example in the agile scenario the first iteration focuses on Req. a, and in the MDPD scenario on Req. c; (ii) requirements analysis and re-prioritisation step results in different content and requirements priority order in the updated scope of each scenario; where for example the newly arrived requirement Req. x in the agile scenario receives high priority and in the market-driven scenario does not. (iii) And finally in MDPD scenario pre-project decisions are tightly connected with defining and following up the total value and expected ROI of the final release (in the figure this is indicated by assigning arbitrary values for total release ROI and total release value) whereas in agile scenario this kind of analysis is difficult (denoted by having question marks for the same variables).

The definition of the priority order of the requirements in MDPD demands a proper understanding of all requirements which are assigned to the scope. This way it provides a base for estimating the target ROI and total value provided by the requirements selection (Saliu and Ruhe 2005, Ngo-The and Ruhe 2008). This base is then used in order to plan, control,
and follow up how well the selected list of requirements satisfies target business goals of a release. In addition it is important to gauge the consequences of how removing or adding a new requirement to a release scope affects the total value and expected ROI of a release, making it possible to deal with a change in an appropriate way.

The simple definition of the priority order of the requirements in agile methods combined with the property of an evolving release scope (AP3) does not allow an in-depth analysis of all candidate requirements (Beck and Fowler 2001, Poppendieck and Poppendieck 2003, Williams and Cockburn 2003, Leffingwell 2007). This makes it difficult to define the target ROI and total value to be delivered by the release and creates a risk of abusing the practice of ‘delaying the decisions’ where the decision on what will be included in the release is taken after the fact, and thus the target ROI and the total value provided by the release is not clear until after the delivery.

Results of the conducted case study have provided two important insights regarding this issue. Firstly the results uncovered difficulties to follow the practice of evolving release scope, mainly due to posed limitations to product management operations (see Finding 5). This result relates well to the MDPD characteristics presented in Section 2.2, and provides support for above-outlined discussion on misalignment between product management needs and limited possibility of managing and controlling release scope in agile methods.

Secondly the results have indicated different attributes towards agile methods in the organisation, showing that while R&D part of the organisation was in general positive to application of agile practices in development project, there was limited understanding of how agile properties affected product management (see Finding 6).

The above mentioned findings are important since they show that while agile is appreciated in separate development projects (Karlstrom and Runeson 2005, Svensson and Höst 2005, Petersen and Wohlin 2008) they are not directly suited or designed for long-term product planning and product management, thus there is a need to find
a way to apply agile methods in development projects without disrupting product management operations which are in need of more long-term planning and control.

The need for finding a compromise between agile and plan-driven approaches and tailoring agile methods to meet specifics of different product development and business contexts has been suggested by other researchers as well (Boehm 2002, Abrahamsson et al. 2003, Cohen et al. 2004, Fitzgerald et al. 2006), however currently a concrete suggestion on how to accomplish this in MDPD context has not been suggested. The commitment model described in Finding 5 represents one example of such a compromise. However, it is important to notice that in order to determine the fist selection of functionality committed to by R&D, somewhat reliable information on the relative value and the cost of all requirements assigned to the release scope should be available. This implies that some pre-study work is still necessary. The question is what is good-enough, and how to support informed decision making without investing too much effort or over analysing the requirements (Fricker et al. 2007).

5.3. Validity

Issues connected to construct validity; internal validity and external validity describe commonly known validity threats associated with empirical studies (Yin 1994, Wohlin et al. 2000).

Construct validity is concerned with establishing the correct operational measures in order to assure that the proper information will be collected. This includes decisions on how the information sources are selected. The usual way to handle this threat is to use multiple sources of information. The case study at Ericsson was designed to use multiple sources of information and multiple ways of collection from documentation analysis and interviews to observation sessions during meetings. All these sources allowed for data triangulation. As shown in Section 3.1, studied documents, interviews, and meetings were carefully selected to achieve a correct representation.

When conducting investigations that are based on interviews, the amount and form of the interviews are important. In this case study budget and time considerations as well as availability constraints allowed for a total of 14 interviews. The interviews were semi-structured. Notes and conclusions made during the interview sessions were also confirmed by sending them to the interview subjects, where additional questions for clarification were attached where relevant. In some cases an extra interview was arranged, however these extra interviews are not included in the total count of the interviews in the study.

Internal validity threats are usually important when examining the causal relationships. The case study presented in this article is mainly focused of studying the characteristics of pre-project activities. It has an exploratory character thus the internal validity threats can be considered as minimal. In the discussion section study findings are used to explore how well the study findings support the anticipated misalignment between agile properties and MDPD needs as described in Section 2.3. For example the dominance of commercial requirements in pre-project activities (Symptom 1) is connected to the agile properties feature orientation (AP1) and reactive development (AP2) and difficulties with applying the concept of evolving release scope (Symptom 2) is associated to the agile property of evolving release scope (AP3).

External validity is concerned with generalisability issues and is a threat that is common to case study research. Even though the case study in this report is conducted in a concrete industrial setting, we hope that the study results should be generalisable beyond the studied case since the investigated pre-project activities are not specific only for Ericsson but are common for most companies operating in a market-driven context.

6. CONCLUSIONS

In this article we have investigated the applicability of agile methods for MDPD, focusing particularly on pre-project activities such as requirements prescreening, prioritisation and release planning. The presented work is considered to add value since it is one of the first contributions that investigates the applicability of agile practices in this context, providing extensive analysis and comparison of agile practices and needs in MDPD, as well as results from a large empirical study at Ericsson. This area is especially relevant considering the current hype and popularity of agile methods, and the contents and conclusions of this article should be interesting for
any software company operating in a market-driven context planning to adopt agile practices.

The initial analysis and comparison of agile properties and MDPD needs (see Section 2.3) indicated a misalignment between the two. This was further confirmed by the results of the case study, where the impact of agile properties was studied for three different products developed at Ericsson. The outcome of the case study has provided confirmation of the misalignment between agile property ‘evolving release scope’ and the needs for release planning in the market-driven context. Further, case study findings also provided indications that ‘feature orientation’ and ‘reactive development’ might be a threat when it comes to balancing commercial and other types of requirements, and achieving a trade-off between market-pull and technology-push as these aspects are not central in agile development.

Looking at the origin of agile/lean development the misalignment can be partially explained. Agile methodology having bespoke software development origin was developed with customer–developer relationships in mind and has a project focus. Thus agile methods such as Scrum and XP are lacking support for an overall long-term product development focus, normally associated with software product management activities in companies like Ericsson.

The main conclusion drawn is that agile methods do not directly support the needs of pre-project activities in MDPD. Application of agile properties in an organisation operating in market-driven context places limitations on product management activities, and may have a detrimental effect on long-term product development.

Research results presented in this article indicate that agile principles in their current form should not be forced on product management tasks since they are not fit for it. In MDPD product managers need to maintain long-term focus, differentiate between customer and enterprise value and plan and control the scope of a release. However, this does not mean that product management can not benefit from agile/lean principles at all. The ideas from Lean SD can be reused to find ways for producing good-enough decision material for product management, enabling informed decisions far beyond the scope of any individual project. For example companies should benefit from practices which will allow minimising time and effort spent on analysing pre-project decisions. These practices should also guarantee that minimising effort does not come at cost of jeopardising product managers’ ability to take informed decisions or increased costs in later stages of product development. The point here is that while it is important to produce fast, it is also important to maintain the big picture and understand how the achievements of individual development projects benefit both short- and long-term business goals of the company developing the product.

6.1. Future Work

Through the investigation and uncovering of the impact of agile practices on software product management activities the authors of this article hope to create a foundation for finding ways to incorporate agile projects in MDPD without compromising long-term product goals.

The initial steps towards solving this issue will be connected to resolving the uncovered misalignment points between agile principles and product management needs. The future research will evolve in two directions: (i) the first direction will focus on helping software companies maintain an appropriate balance between different types of requirements even when following agile development principles. In order to achieve this we plan to work on separation of customer value from enterprise value and finding approaches for defining and comparing value of commercial and architectural requirements. (ii) The second direction intends to find ways of applying lean development ideas in software product and release planning situations. The key here is in finding just-enough level of analysis of the entire release scope without requiring excessive details but also allowing for the presence of decision support material (e.g. in the form of good-enough requirements). In this way the authors hope to facilitate defining practices for Lean SD.
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